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Abstract

Keyword Spotting is an important application in speech. But it requires as much as data of an

Automatic Speech Recognition(ASR).But the problem is much specific compare to that of an ASR.

Here the work made an effort to reduce the transcribed data dependency while building the ASR.

Traditional keyword spotting(KWS) architectures built on top of ASR. Such as Lattice indexing and

Keyword filler models are very popular in this approach. Though they give very good accuracy the

former suffers being a offline system, and the latter suffer from less accuracy Here we proposed an

improvement to an approach called End-to-End ASR free Keyword Spotting. This system has been

inspired from traditional keyword spotting architectures consist of three modules namely acous-

tic encoder and phonetic encoder and keyword neural network. The acoustic encoder process the

speech features and gets a fixed length representation, same as phonetic encoder gets fixed length

representation both concatenated to form input for keyword neural network. The keyword network

predicts whether the keyword exist or not. Here we proposed to retain all the hidden representation

to have temporal resolution to identify the location of the query. And also we propose to pretrain

the phonetic encoder to make aware of acoustic projection. By doing these changes the performance

is improved by 7.1% absolutely. And in addition to that system being end to end gives an advantage

of making it easily deploy able.
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Chapter 1

Introduction

1.1 Keyword Spotting

Keyword Spotting(KWS) is the task of identifying putative hits of text query in a reference audio

file. As we can see unlike traditional text search or audio to audio search here is a domain mismatch

between reference and query. Most common way to address this problem is to convert reference

audio to text domain. But transcribing entire audio text will require lot of resources both in terms

of human effort as well as technical resources. So we general compromise of the text abstraction

that we choose to transcribe or the quality of the text that we get. In the first case we chose

identify the phonemes in the reference audio content and the query also converted to phoneme level

and then perform the search using various search methods. In latter case these keyword spotting

systems operate on low quality Automatic Speech Recognition(ASR)[1] hypothesis. As these are of

low quality in nature, there must effective search methods to improve the performance. The common

practice is do lattice search. Notable works has been in carried out in[2][3]. But operating at word

level keyword spotting, the main drawback would be not able to handle out of vocabulary(OOV)

words. This problem can be solved up to some extent using phonetic level keyword spotting. Here he

search methods can be of lattice indexing or filler keyword models. As we can observe lattice based

search methods gives high accuracy but these will be of offline in nature. Because it is important in

some applications to detect keywords on the fly for example forensic or call tapping. For this we use

keyword-filler based methods. These methods will be fast and have low memory foot print at the

cost of accuracy. There are various versions of these keyword-filler models have been proposed[4].

A detailed study of various keyword spotting methods can be found in [5]. The block diagram of

generic keyword spotting can be found in 1.1.

With the advent of End-to-End systems every system finding corresponding version of traditional

architectures, especially in speech recognition and keyword spotting systems. Though these system

performance still need to improve to match that of traditional architectures, they provide unified

frame work and easy to train. In the same line of End-to-End keyword spotting systems are proposed.

Especially for streaming services [6][7] such as voice assistants End-to-End systems provide low

latency. Not just in time as well as in terms memory, the authors in [8] have proposed to use

singular value decomposition on time delay neura networks to improve the performance. End-to-

End systems performance is significantly low when they operate in low resource scenarios [9]. In
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Figure 1.1: Block diagram generic Keyword-Spotting system

[10] the authors show that this due to their peaky nature of posteriors.

1.2 Motivation

Though all these systems give very good performance these systems , require sufficient amount of

data to build the keyword spotting system. The sufficiency could be varying from tens of hours data

for traditional architectures and it will be 100s of hours data for End-to-End to architectures. In

addition the problem of domain mismatch is always addressed by projecting reference audio into text

domain but not the other way around. If we project text query in to audio domain, by the nature

speech synthesis systems it wont be having speaker variability and still we need to be measuring

the similarity of text content. But one advantage we get by projecting query text in to audio

domain is that it wont require as much as data of speech recognition. The main challenge will be to

obtain speaker variability and get a feature representation that is rich in text contents to compare

the similarity. In this line of thought authors in [11] have proposed End-to-End asr free keyword

spotting. This method does not require any transcribed data expect the information that whether

the keyword is exist or not. With the minimal supervision it gives quite encouraging result to pursue

research in that direction. Our approach similar to this approach in fact its a modified version of it.

In this asr-free keyword spotting there are three components, Acoustic Encoder, Phonetic Encoder

and Keyword Network. Acoustic encoder and phonetic encoder initially trained as auto encoders

with the corresponding input and then the encoder parts of both encoders will be taken apart and

joined with keyword encoder to form one single architecture. The acoustic encoder will be fed speech

input to get a fixed length representation and the phonetic encoder will fed a keyword character as

input to get another fixed length representation both will be concatenated to form one single input.

These input will be forwarded to keyword network to classify whether the keyword exist or not.

The main draw of backs this system is that if get a fixed length representation for acoustic
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features the timing information will be lost. In keyword spotting it is equally important to locate

the query as well. And another draw back is that we try to project acoustic features and phonetic

features in to same shared space with just by classifying whether the keyword exist or not i.e the

cross entropy loss. This one arduous task to achieve without any further supervision. To overcome

these draw backs we propose to two main changes. One is that instead training for both encoder to

be auto encoder and getting a fixed length representation we keep all the hidden states in acoustic

encoder and take the last state of phonetic encoder refereed as keyword embedding. From these

we compute attention between acoustic hidden representation and keyword embedding. This gives

the idea of where the query is located. And another change is we propose to pre-train the phonetic

encoder with speech synthesis. This is to simplify the task of projecting acoustic and phonetic

encoder in to same shared space. Given these two changes the system will perform better and

gives significant improvement over the existing system. The further details of the system has been

enclosed in remaining chapters
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Chapter 2

Feature Extraction

In general speech signal contains lot of information. While a person is speaking it records speech

contents, speaker information, gender information, emotion information, etc...irrespective of all these

we should be able to perform the keyword search. Operating at raw samples will be very difficult. As

our problem is text content dependent the most suitable will be Mel Frequency Ceptral Coefficients.

2.1 Mel Frequency Ceptral Coefficients

The general block diagram of MFCC feture extraction has been represented in 2.2. The content has

been inspired from[12]

2.1.1 Pre-Emphasis

MFCC feature extraction will start with the step of pre-emphasis. This is to enhance the contents of

higher frequencies. The spectrum of voiced segments like vowels more focused on lower frequencies.

It makes higher frequencies irrelavant. To access higher frequencies information we will do pre-

empahsis as a first step. The pre-emphasis enhanced frequencies has depicted in 2.1

Figure 2.1: Pre-emphasis of Vowel [aa][12]
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Figure 2.2: MFCC Feature Exatraction Steps

2.1.2 Windowing

As we initially said we want to extract features for phonetic contents of speech signal and thats

why we wont chose to extract feature from utterance level. In addition to that speech is highly non

stationary signal. The spectral characterstics and distributional changes will happen across time.

For this we break the speech signal into chunks where we can assume stationarity. Ingeneral this

duration in speech is 25 milliseconds. We apply a window either rectangular or hamming window

with a shift of 10 milliseconds to avoid the windowing effects.

rectangularw[n] =




1 0 ≤ n ≤ L− 1

0 otherwise

hammingw[n] =




0.54− 0.46cos( 2

L ) 0 ≤ n ≤ L− 1

0 otherwise

(2.1)

2.1.3 Discrete Fourier Transform

The next step in MFCC feature extraction is to analyse the spectral contents in speech signal. This

done by using Fourier transform. Fourier transform gives energy in each frequency. Because each

phonetic content has characterized by different spectral contents.lets say x[1],x[2]..x[m] as the input

signal..

X[k] =

N�

0

−1x[n] exp
−j2πkn

N (2.2)

2.1.4 Mel filter bank and log

DFT will be energy distribution in frequency domain. But human ear is not equally sensitive all

frequencies. Human ear is more sensitive to frequencies lower than 1000Hz and lesser sensitive to

higher frequencies. Its would improve speech recognition performance if we wrap the frequencies.

Such wraping is provided mel scale. mel is a unit of pitch.

mel(f) = 1127 ln(1 +
f

700
) (2.3)
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This wraping is created at the time of filter bank computation which collects energy from each

frequency band. And then we apply logerthemic for frequency values.

2.1.5 The Ceptrum

Though it would be possible to use filter bank as feature representation but spectrum has some

problem to use as it is for phone recognition. As we pointed out earlier speech production is

modeled using source filter model. Where the source is corresponding to speaker characteristics and

the filter is responsible for phones. For this we would like extract the filter characteristics to make

it more speaker agnostic. As we applied log on frequency domain the source and the filter will get

separated in addition. From here we take IDFT(Inverse Discrete Fourier Transform). So that would

be not exactly time domain so we it Ceptrum.

2.1.6 Deltas and Energy

In general we take first 13 coefficients to represent the speech frame. The first coefficient gives

energy of the samples present in the frame. Another important thing is that while calculating

feature representation it is important to characterize speaking variations in speech signal. This is

done by using velocity and acceleration features. The first derivative corresponds to velocity(delta)

and the second derivative corresponds to acceleration(double delta) features

d(t) =
c(t+ 1)− c(t− 1)

2
(2.4)

The summary of the mfcc feature extraction can be found in block diagram depicted in figure2.
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Chapter 3

Acoustic Modeling

Acoustic modeling is to model the distribution of phone sounds. The production of phones is a

random process, in order to model the phones we first know where each phone starts and it ends.

But marking those boundaries will be very tough, where are marking at word level and sentence

level information will be relatively simple. Being said that its very difficult to model the words

distribution as the number of words in any language runs into millions. So phones are the universal

sounds that can generalise the entire language and will be in limited number. We will be knowing the

how each word is pronounced, given this information and having labels marked at word or sentence

level we can still model the phonetic distribution. For that we use forced alignment algorithm.

3.1 Forced Alignment

The time varying distribution of phone sounds will be characterized by Hidden Markov Mod-

els(HMMs). The observation probabilities are modeled by Guassian Mixture Models(GMMs)But

as we mentioned earlier we dont have the boundaries for each phone. So we simultaneously models

the phones to obtain the boundaries. Modeling HMMs implies to find the [A,B,π] parameters and

observation probabilities. Usally phone production mechanism will have three stages, transition

burst and closer regions. Inspired by this we use left right HMMs with 3 to 5 states to model the

phones. This has been depicted in figure 1. While modeling the HMMs we initally segment the

audio file into equal segments as many as the number of phones in the audio file. This will be done

across the training data. The examples for each phone will collected and trains a HMMs for it. With

this HMM the boundaries will be estimated again. With the refined boundaries the the HMMs will

trained again. This process will repeat until there no longer change in the boundary. This gives

the boundaries of each phone and the a model that characterize its distribution. Gaussian Mixture

Models

p(xn) =

K�

k=1

πkN(xn|µk,
�

k) (3.1)
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Figure 3.1: HIdden Markov Models[12]

Figure 3.2: Forced alignment example
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Figure 3.3: State tying of tri-phones

3.1.1 Monophone Alignment

Monophone alignment is to alignment with out considering any contextual information. Each phone

is treated independent of other. The phone are modeled at state level. That means each phone will

be modeled with a HMM, so each state will have different distribution. The word level modeled

are just concatenation of phone level models. This gives good performance but there is some more

knowledge that we can use to improve the alignments,i.e contextual information

3.1.2 Tri-phone Alignment

As there are co-articulation variations involved when we pronounce words its better to incorporate it.

But it would be difficult to consider longer contexts. For example if consider three phones together

and there are 40 language, we will end up in estimating 1600000 parameters. This is impractical and

each one of them will not be appearing in the language. Studies show that only 10% are frequently

occurring out of all the possible phone. To choose this we form a decision tree, at each end will be

asking a question to decide which triphone to keep and which or not. Now we use this as fundamental

units like we did with mono phones. Even with 10% of triphones some times it is difficult to find

enough data to estimate the parameters for. For this we tie some of the state of each triphone HMM.

For example p-a-t and b-a-t have similar type of ending, so the corresponding to the HMMs will

be added to form one single state. While getting back to the phone we keep enough information so

that the inversion is unique. This has been depicted in 6.1
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Figure 3.4: Deep Neural Network Based Acoustic Modeling [1]

3.2 Deep Neural Network based Acoustic modeling

Even though HMM-GMM frame work itself can be seen as model for speech recognition. But it

is generative frame work, and a discriminative model will most suits for the given problem. So we

chose to model Deep Neural Networks(DNNs) for acoustic modeling. After getting the boundaries

from forced alignment these boundaries are used as labels to train the DNNs. The input features

are MFCC. Instead of feeding one frame at time, given that speech signal has time dependency we

concatenate previous and and future frames to current fram to from one context vector. In general

these frame context can be vary from 9 to 3 frames, depending one the problem. Here we predict

the triphone HMMs state observation probabilities instead of directly classifying the phone. Then

these HMMs states are mapped to phones and then to words. The DNNs acoustic modeling diagram

has been depicted in figure3. DNNs are memory less systems, Ideally we will be requiring longer

memory to model speech. So there are better deep architectures that can model acoustic model

better. For example TDNNs and RNNs are widely used in the context of acoustic modeling.

3.2.1 Time-Delay Neural Networks

The draw of DNNs is that they wont be having any memory, but speech signal have dependency on

previous frames. To incorporate longer temporal contexts time-delay-neural networks(TDNNs)[13]

have been proposed. TDNNs can process longer contexts which can improve the accuracy of acoustic

modeling. The fundamental idea is that instead of processing entire input at once it process along

the network. Initially smaller receptive field is fed across the network as the depth increases this

receptive will have more temporal context. By doing this we can process more temporal context.

The lower layers learn transforms insensitive feature in variance. In addition to this authors in[]

have also included sub-sampling which improved the performance of acoustic modeling.

10



Figure 3.5: TDNN block diagram with sub sampling[13]

3.3 Language Modeling

The temporal context for speech is longer. Even though we have context maximum up to phones.

But each language will context in terms of words. It is not that every word sequence is possible.

To incorporate language structure we use language model. Its statistical model to estimate the

probability of the sequence of words. The longer the word sequence the better the model is. As we

never able to match the original distribution because it is not possible to have every word sequence.

But the curse of dimensional prevents us from doing this. Lets say N is the word is number of word

sequence we will be estimating, then we have to estimate NV parameters, where V is the vocabulary

size. As the N increases this number becomes beyond our reach-ability. Usually in practice this

number is in between three to five. The best numbers are obtained with three in literature. The

parameters are empirically estimated from the text we used for training. The equations for N-gram

are as follows

From chain rule

P (W1,W2...WN ) = P (W1)P (W2|W1)P (W3|W1,W2)....P (Wn|W1,Wn1)

P (Wi|Wi1) =
C(Wi1Wi)

C(W(i−1)

We apply N-gram markov approximation to this

P (W ) = πn
i1P (Wi|Win+1)

(3.2)

3.4 Decoding Graph Construction

After building an acoustic model, the out puts are not human readable because they are triphones.

We need to map them words to make understandable. For this we use a generic and unified frame
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Figure 3.6: Digits decoding graph

work with finite state transducers and the process is called decoding. The traditional viterbi decoding

performs an exact search but it will not be sufficient when language model order increases. For this we

use Beam-search, Multi-pass Decoding of finite state transducer. We discuss finite state transducer

approach. And this method is used only generating lattice that is used in keyword spotting. The

entire acoustic model out put can be represented in graph , and the rest of the information till word

mapping is represented in different stages.

• H-Transducer As mentioned earlier the the out puts of acoustic model or senons, which are

tied triphone states. From this we need to map them to context dependent(CD) phones. For

this we store other information which is sufficient enough to map them to CD phones.

• C-Transducer The context dependent phones has to be mapped to context-independent

maps. These are the where the pronunciation is mapped.

• L-Transducer Lexical information is where each wordd is mapped to its pronunciation. If a

word has multiple pronunciations it breaks with probabilities it occurs in the language.

• G-Transducer The stastical language model is incorporated into finite state transducers. The

mathematical operations are done in semi-ring.

As this is happening in several stages it takes times and unnecessary memory. We can com-

bine all these into one single stage and can be optimized to form one single graph through

composition. Sample graph for numbers has been shown in figure.
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Chapter 4

Keyword Spotting Methods

Once we transcribe the audio into phoneme or word level then we perform the keyword search.

There are different ways of doing it.

4.1 LVCSR based Keyword Spotting

On the face it one can intuitively think of performing keyword spotting by transcribing audio in to

text. We build lattice of word sequence and then perform the keyword search. When we transcribe

at word level the immediate problem will be out of vocabulary(oov). It is very difficult to recognise

oov words and especially proper names such company names and unique people names. The other

problem is that choosing the right language model. Because it is very important to have good

language model other wise the performance will be poor.

4.2 Discriminative Keyword Spotting

Any keyword or word can be represented in terms of phonetic sequence[14]. The goal is to identify

whether the given phone sequence is present in the speech signal or not. lets say the speech signal

is represented as x1, x2...xT for tT in Rd space. The phonetic sequence is represented as p1, p2..pL

where p is phoneme domain set. our goal is x,p are matches are not. In addition to that we need

find the alignment as well. The goal is optimize

f(x,p) = w.maxs,wφ(x,p,s) (4.1)

Where s is the alignment. This is learned over an iterative algorithm.

4.2.1 Small Foot-Print Keyword Spotting

This is to detect whether a keyword is exist in a audio or not[15]. The keyword here known as

wake up words. These kind of algorithms are used in voice assistants. The given speech signal is

represented in terms of MFCC features and the label for each speech signal is given either one or zero

based on the keyword existence. The network is trained with cross entropy loss. AS it is predicted

for each frame at the end posterior smoothing will be done to make the decision.

13



Figure 4.1: DNN based wake word detection

Figure 4.2: Phone lattice for lattice indexing[15]

4.3 Lattice indexing

4.3.1 Lattice generation

Usally the definition the lattice is not exactly defined[16]. There are several variants of definitions

have been followed. The decoding graph HCLG.fst will be combined with acoustic model to form

the search graph. Lets say our acoustic model is represented as U and decoding graph as HCLG we

form search graph by taking composition of both graphs

S = U ◦HCLG (4.2)

From this given T frame duration acoustic signal we encode the N best possible path information in

this graph. When it comes to definition of the lattice it is loosely defined as weighted directed acylic

graph. In some of the definitions includes timing information and phone level alignments are also

included. It is very difficult to all the paths in lattice, so we do α level pruning such that following

properties are preservedd

• The lattice will be containing every path below α threshold

• The scores are very accurate in the lattice as in original lattice

• There wont be any duplicate paths in the lattice

More details of generating the lattice can be found in[2].
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Figure 4.3: Keyword-Filler Model

4.3.2 Keyword Search

Once the lattice is generated if its word lattice, then it will be grep on lattice arcs. The main

drawback of this would be not to able to identify out of vocabulary words. If its a phone lattice

we convert out query in to phone fst. A linear mapping its pronunciation will be indexed[] in the

lattice. Its matches the arcs with query pronunciation, if its below certain threshold then we say its

a hit, other wise miss. Example lattice has been shown in figure 3.

4.4 Keyword-Filler based Methods

As lattice indexing is offline method, it requires the keyword spotting method to be online for some

applications. For this instead of building a entire lattice over phones, we build linear pronunciation

for keywords. All the pronunciation variations are also included. The other words which are not

keywords are modeled by using phonetic loops. If the likelyhood being a keyword more than its

being a any other word then we say its hit other wise. The problem is every word can be modeled by

using phonetic loop, so we favor keywords with a penalty. This makes when ever a phone sequence

is close to keyword then it chooses keyword path than the phonetic loop. This method is very fast

in real time. But it may not provide as much as accuracy of that lattice indexing. This has been

illustrated in figure
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Chapter 5

Sequential Architectures

This chapter is a preliminary for the next chapter. All the networks are used in the proposed ap-

proach are sequential architectures. So it would be good to look through the architectures one.

The whole chapter is inspired from[17]. Here we will discuss briefly about recurrent nueral net-

works(RNN) and long short term networks(LSTM) and bi directional architectures and at the end

we will go through encoder-decoder architectures.

5.1 Recurrent Neural Networks

RNNs are proposed to process sequential data. As speech sequential data, they are ubiquitous in

every application of speech. In DNNs, it is not possible to have memory, each example is treated

independently. Which results in sub-optimal performance. TDNNs have limited memory, beyond

their context they aslo treat each example independent. Here in RNNs is to treat each example

dependent on the previous examples. One way to incorporate this information to have feed from

the previous examples. RNNs exactly do the same thing, they have feed back from previous hidden

units as input. This keeps the information flowing from one example to next. Mathematically RNNs

can be represented as

a(t) = b+W.h(t1) + Ux(t)

h(t) = tanh(a(t))

o(t) = c+ V (ht)

ŷ(t) = softmax(o(t))

(5.1)

The loss function is defined as follows, each output at time t is conditioned on inputs till t th time

= Lx(1), ..., x(), y(1), ..., y()

=
�

t

L(t)

= −
�

t

log pmodel(y
(t)|x(1), ..., x(t)

(5.2)
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Figure 5.1: RNN block diagram[17]

5.2 Long Short Term Memory

The drawback of RNNs is that the gradient vanishes or explodes quickly. This is due to long depth

in the network. This problem is more profound in addition to the network spacial depth it has depth

in time. When we apply back propagation through time the error get multiplies and depends on

the range it either vanishes or explodes. To combat this problem the authors[] in have introduced

LSTMs. The fundamental is idea to keep the error constant, and this is done by using constant error

carousal(CEC). The CEC will have linear network but it wont be able to learn all the variations

or memory simultaneously. To have non-linearity’s gates has been introduced, namely Forget gate,

Output gates, and Input gate. Depending on the application there are changes made to these gates.

The mathematical formulation of LSTM is as follows

f indicates for Forget gate and i indicates input gate and o indicates output gate in following

equations

f
(
i t) = σ(bfi +

�

j

Uf
i,jx

(
jt) +

�

j

W f
i,jh

(t−1)
j )

s
(t)
i = f

(t)
i s

(t−1)
i−1 + g

(t)
i + (σ(bi +

�

j

Ui,jx
(
jt) +

�

j

Wi,jh
(t−1)
j ))

g
(t)
i = σ(bgi +

�

j

Ug
i,jx

(
jt) +

�

j

W g
i,jh

(t−1)
j )

h
(t)
i = tanh(s

(t)
i )q

(t)
i

q
(
i t) = σ(boi +

�

j

Uo
i,jx

(
jt) +

�

j

W o
i,jh

(t−1)
j )

(5.3)

Above b,U,W bias and input and recurrent weights for each gate
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Figure 5.2: LSTM block diagram[17]

5.3 Encoder-Decoder Architecture

The encoder decoder[18] contains two networks. Encoder network process the entire input and gets

a fixed length representation, and the decoder network takes the fixed length representation process

the fixed length input to produce the out put. The fixed length representation is obtained from

the final state of the encoder architecture. Both of these architectures are one of the sequential

architectures. The main advantage is that it process variable length inputs to get fixed length

representation. This allows to process variable length examples. The encoder decoder diagram has

depicted in figure.

Figure 5.3: Encoder Decoder architecture[19]
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Figure 5.4: Attention Block diagram

5.4 Attention Mechanism

The problem with encoder-decoder architecture is that the fixed length representation it get is

only of final state. The information in the input can be distributed across time. Though the

network is sequential if the time is more then the information loss will be more. To avoid this

the authors[20] have introduced attention mechanism to encoder-decoder network. The attention

mechanism identifies which part of the input is relevant to the output and weights them accordingly.

There several ways to compute the attention, some of them listed here. The block diagram with

attention mechanism is shown in figure2. Lets say x,y as input and output targets and h as the

hidden representations,

x = [x1, x2, . . . , xn]

y = [y1, y2, . . . , ym]

hi = [
−→
h�

i ;
←−
h�

i ]
�, i = 1, . . . , n

(5.4)

Attention is given as

ct =

n�

i=1

αt,ihi

αt,i = align(yt, xi)

=
exp(score(st−1,hi))�n

i�=1 exp(score(st−1,hi�))

score(st,hi) = v�
a tanh(Wa[st;hi])

(5.5)
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Chapter 6

Proposed Approach

The main draw back of the traditional approach is that they require sufficient amount of transcribe

data. Which may not available for all the time especially in low resource scenario. To overcome that

problem End-to-End ASR free keyword spotting has been proposed.

6.1 End-to-End ASR free Keyword spotting

6.1.1 Baseline system

The baseline system considered here is [11].The baseline system we considered here is end-to-end ASR

free keyword spotting from speech proposed in [18]. It consists of three modules an Acoustic encoder

and a Phonetic encoder and a Keyword Neural network. It has been inspired from traditional ASR

keyword spotting where it contains an acoustic model and a language model and keyword search

algorithm. As we can see, one can find one to one corresponding between Acoustic Encoder and

Acoustic model like wise. The acoustic encoder is an auto encoder, it takes speech features as

input and projectes into fixed length representation and then try to reconstruct the signal back. As

speech speech is a time dependency signal the best to realise this auto encoder would be a sequential

architecture. In a similar means Phonetic encoder or Char RNNLM will take the keyword phone

sequence and gets fixed length embedding. The acoustic auto-encodere and phonetic auto-encoder is

trained will mean square and cross entropy loss respectively. Once these auto-encoders get trained

we remove the decoder parts to use in the keyword spotting. From these we get corresponding

representation for speech and keyword, then these two representation or concatenated to form input

of KWS(neural network). The KWS neu- ral network is a feed-forward neural network. Now it

considered as one joint network and trained for keyword occurrence with cross entropy loss. The

draw back of this approach is that it wont consider temporal information present in speech signal as

it is lost when it gets to fixed length representation. So we wont be knowing where the keyword is

occurred. The other problem is that it try to project the phonetic features in to acoustic space with

keyword occurrence loss. Which is very difficult to achieve. In thesis these are the problem that we

try to addressed. We follow the same architecture as of the base line system.
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6.2 Proposed Architecture

6.2.1 Acoustic Encoder

Here unlike the baseline system the acoustic encoder is not trained to be auto encoder. Only the

encoder part is used in the network. Motivated by [20], its sequential network with gated recurrent

units(GRU) as hidden units and tanh activation function.Lets say x1, x2, ...xT as speech features,

these features are fed into the network and it produces h1, h2, ....hT as the hidden representations.

These entire representations are used as each this will contain information speech singal and one

final representation is may not sufficient to represent the reference audio. By doing this remporal

information reamins intact. And further these encoder representations are used to compute the

attention with keyword embedding.

6.2.2 Phonetic Encoder

The phonetic encoder is a bidirectional sequential network with GRU layers. Each keyword will be

represented in terms of its phonetic pronunciation. These phone sequence will be fed in to phonetic

encoder as an embedding. This embddings are obtained by using a mapping matrix. The final

hidden representation will be used as thre representation for keyword. This is used to compute

attention along with acoustic hidden representation.

6.2.3 Attention

The attention[20] is used to identify the location of the query. Its computed between acoustic hidden

features and keyword embedding. lets say the acoustic hidden features as h1, h2...hT and keyword

embedding as wN the attention is computed as follows

ei = wT
Nhi

αi =
exp (ei)�
j exp (ej)

(6.1)

From the attention weights we compute context vector from acoustic representations

C =
�

i

αi ∗ hi (6.2)

This context vector and phonetic representation are concatenated together to form input for KWS

neural network.

6.2.4 KWS Neural Network and Cost Function

KWS neural network identifies whether the keyword is there in the audio reference or not. Here

we used the same architecture as in the baseline. The KWS network is a classifier, which takes

the input after the attention module which is concatenation acoustic context vector and keyword

embedding vector. For each audio utterance and given keyword, the target is annotated as either

yes or no. And finally the network is trained jointly with acoustic encoder and phonetic encoder

with cross entropy.
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Figure 6.1: End to End ASR free Keyword Spotting Architecture

In summary, acoustic features are fed into the acoustic encoder, keyword phonetic pronunciation

phonetic encoder, and attention between these two representations will be computed, to get a context

vector. The context vector and keyword embedding will be concatenated together and gives it to

the KWS neural network for the classification. The entire KWS network is depicted in figure 1. But

still acoustic representations and keyword embedding are very much fart apart, that is evident from

training loss in shown in figure 2. To address this we propose to pre-train phonetic encoder with

speech synthesizer.

6.3 Transfer Learning from Speech Synthesizer

In previous methods the audio reference has always been converted to text to make queries and

references into the same domain. But it requires a sufficient amount of transcribed data. While

converting query into audio would not required as much of a data as ASR. Besides, most of the

languages have more or less a similar number of phonetic sounds. So we propose to pre-train the

phonetic encoder with speech synthesizer[21] this will make the phonetic encoder aware of acoustic

projection, which makes the comparison easier. The actual speech synthesizer system contains

several components, and mainly it contains duration modeling and acoustic modeling.

6.3.1 Duration Modeling

The duration model is a regression between input phone and the duration of the phone. To get the

duration information, first we will align it through HMM-GMM forced alignment. This gives the

information of where each phone starts and where it ends. Here duration modeling is done by using

a bidirectional recurrent neural network(RNN)[22] after getting duration information. The network

takes one hot encoded phones as input and duration in frames as output. The network is trained

with mean square error(MSE) loss function.
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Figure 6.2: Trend in training loss for end-to-end free asr KWS network

6.3.2 Acoustic Modeling

Acoustic model learns the distribution of each phone in terms of acoustic features. For acoustic

modeling, along with the phone, the duration will be concatenated at input level to learn the

Mel Frequency Cepstral Coefficients(MFCC). In addition, to retain the speaker characteristics band

aperiodicity and fundamental frequency will be used in the network. Same as the duration modeling,

a bidirectional RNN[22] is used to train the acoustic model. Each phone with left right context

and duration will be given as input and at the output MFCC,band aperiodicity and fundamental

frequency is taken. MSE loss is used to train the network.

We can see that acoustic modeling is more appropriate for our application. In this acoustic

modeling network, we remove the input layer and output layer and transfers the hidden layers to the

phonetic encoder in end-to-end ASR keyword spotting. The text query is not completely converted

to audio domain, its the knowledge transfer from acoustic modeling that helps the phonetic encoder

to learn acoustic characteristics and to converge faster. The same thing is observed in training and

shown in figure 2. The loss significantly comes down. Usually speech synthesizer trains for a single

speaker application which may limit transfer-learning but with keyword occurrence classification, we

can expect the network to learn speaker-independent characteristics. By following this, we require

relatively less amount of transcribed data, and we also trained it with a different language to avoid

same language transcribed data dependency.
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Chapter 7

Experimental Setup

7.1 Experimental Setup

7.1.1 Database Description

The database used in this experiment is Telugu data of 40 hours. This data was part of the Microsoft

India language challenge[23]. It’s consists of clean and read speech data, with 44k utterances and

48k lexical words. From this data, we prepared 56k positive examples and 56k negative examples

for 10k keywords, which occurred more than five times in the training data. Each example will have

a utterance and a keyword associated with it. If the keyword is present in the utterance the label

will be 1 otherwise 0. The number of keywords can be extended to any number of keywords and

made vocabulary independent. The test has 3k utterances from this we have made 5.6k positive and

5.6k negative examples. Though we need to create more negative examples because of the nature of

the problem, we can show that performance won’t affect much, even after increasing the number of

examples. For feature engineering, we have used Mel frequency ceptral coefficients(MFCC). We have

extracted 40-dimensional MFCC features for each 25 milliseconds window with 10 milliseconds frame

shift. The features are generated from the Kaldi tool kit [24]. All the experiments are developed in

pytorch[25].

7.1.2 End-to-End ASR free Keyword Spotting

Baseline System The original baseline system is proposed for Georgian language of Babel project.

Here the experimented language is Telugu, but given both databases of same of size, and parameters

from the original paper, we have quoted best obtained results for the experimented database. The

acoustic auto encoder is a uni-directional GRU with 300 hidden neurons layer. The network is

trained with adam optimiser of initial learning rate 1 ∗ 10−3, and whenever validation loss is not

decreased the learning rate is halved. The character RNNLM consist of convolutional encoder of

300 mask with size of 50*3. The decoder is uni directional GRU followed by soft-max layer of

60 units. The same criterion for learning rate is followed for character RNNLM. The KWS neural

network trained with 256 hidden layer with input of 600, resulted from concatenating representations

from both acoustic auto encoder and character RNNLM. The whole network is also trained with

same learning rate criterion. Proposed Approach For the acoustic encoder, we have used a fully
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Figure 7.1: Attention weights vs Reference time. High attention for query actual location

connected 3 layer uni-directional GRU network. Each layer has 256 GRU hidden units. Input is

a 40-dimensional MFCC feature vectors. The longest utterance of length 2200 frames, so all the

utterances are padded to make it equal length. As a consequence, we have unrolled then network

for 2200 time steps.

The phonetic encoder is a bidirectional GRU network. It has 2 layers of each 256 hidden units.

Each keyword is converted to its phonetic pronunciation. The most extended keyword has length of

25 phones. These phones are commonly occurring phones across all Indian languages. An embedding

layer of 60*100 dimension is used to get the continuous representations. The same phonetic encoder

architecture used is pre-trained with speech synthesizer acoustic modeling. For that, we have used

open-source CMU arctic data[26], which has around 1.5-hour English and consist of 1150 phonetically

balanced utterances.

Attention between acoustic embedding vectors and keyword embedding is used to get the con-

text vector. The context vector and keyword phonetic embedding vector will be projected to 200

dimension each and concatenated to make a single vector. The KWS neural network has 2 succes-

sive hidden layers of 256 each, and the final single dimension project layer to classify the keyword

occurrence. The entire system is jointly trained with SGD optimizer of learning rate of 0.01 and

trained for 40 epochs. For the supervised keyword spotting, we have built a time delay neural

network(TDNN)[13] based speech recognition and took the best path for locating the query. It

would be unreasonable to compare with lattice indexing, which is a very sophisticated algorithm.

Nevertheless, we have considered the best possible acoustic model to quote the results.

For OOV words, We considered 550 words apart from 10k words from the training. From these we

have considered 10% in magnitude of test size and obtained 534 positive example and 534 negative

examples.
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Table 7.1: Performance evaluation of systems. All number are quoted in-terms of accuracy
Method In Vocabulary OOV T@3(In Vocab)

ASR based 92.96 NA NA
Baseline 68.52 49.34 NA
Proposed 64.90 51.59 51.79

Proposed(Pre-trained) 75.54 53.37 55.93

7.1.3 Results and Discussion

The proposed pre-trained network converges faster and to a better loss as shown in Figure 2. With

pre-trained model there is an absolute improvement of 7% compared to the baseline system in terms

of accuracy. For OOV words also the improvement is consistent. We can observe that there is

4% absolute improvement over the baseline. While computing locations, instead of just considering

maximum attention value, we have considered top 3 maximum attention locations and check whether

they coincide with the actual location. Because acoustic encoder is a sequential network, every

frame will have the essence of previous frames. There by attention will not be centered around

one particular area. The same thing can be observed in figure 3. High attention is obtained where

query is actually located, and the next best values are happened after the query location. We have

referred it as T@3 in the results table. While computing second best we excluded 20 frames right

and left of the peak, because of the smooth nature of attention function. We can see that almost

56% of them matching the location of the query with the best system. In terms of accuracy without

pre-training with speech synthesizer is closer to the baseline, and with pre-training, it brings closer

to the supervised system.

7.2 Conclusion

In the thesis, we have proposed to use transfer learning from speech synthesizer and an attention

module for ASR free end-to-end keyword spotting. Experimental studies suggest that this direction

of keyword spotting can be done with minimal supervision, one can achieve reasonable performance.

The time to get labeled data also significantly less and no level of expertise is needed to get the

labeled data. And also this method reduces memory footprint and can be trained efficiently. There

is lot of room for improvement and especially in confining attention to one particular time instance.

If we achieve this, it will be good alternative for traditional keyword spotting architectures with less

supervision.
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